**Оценка сложности префикс-функции, Z-функции и алгоритма КМП**

**Префикс-функция**

**Пре́фикс-фу́нкция** от строки **{\displaystyle S}S** и позиции **i** {\displaystyle i}iiв ней — длина **k** наибольшего *собственного* (не равного всей подстроке) префикса подстроки S[1…i] , который одновременно является [суффиксом](https://ru.wikipedia.org/wiki/%D0%A1%D1%83%D1%84%D1%84%D0%B8%D0%BA%D1%81_(%D0%B8%D0%BD%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0)) этой подстроки.

То есть, в начале подстроки S[1…i] длины **i** нужно найти такой префикс максимальной длины k < 1, который был бы суффиксом данной подстроки (S[1…k] = S[(i – k + 1)…i].{\displaystyle S[1..i]}

vector<int> Prefix(string x) { // Префикс-Функция

vector<int> X(x.size()); // Вспомогательный вектор размером количества символов в строке

for (int i = 1; i < x.size(); i++) { // Пробегаемся по строке

int j = X[i - 1];

while (j > 0 && x[i] != x[j]) // Пока начало больше 0 и элементы не одинаковы

j = X[j - 1]; // Присваиваем предыдущий

if (x[i] == x[j]) // Если значения равны

j++; // То перемещаем на 1 дальше

X[i] = j; // Передаем полученное значение в элемент массива

}

return X;

}

Несмотря на то, что пункт 3 представляет собой внутренний цикл, время вычисления префикс-функции оценивается как O(|S|){\displaystyle O(|S|)}OO. Докажем это.

Все **i** {\displaystyle i}iделятся на:

1. Увеличивающие {\displaystyle k}kkk на единицу. Цикл проходит одну итерацию.
2. Не изменяющие нулевое {\displaystyle k}k. Цикл также проходит одну итерацию. Случаев 1 и 2 в сумме не более {\displaystyle \left|S\right|-1}|S| - 1 штук.
3. Не изменяющие или уменьшающие положительное {\displaystyle k}k. Поскольку внутри цикла значение {\displaystyle k}k может только уменьшаться, а увеличение {\displaystyle k}k возможно лишь на единицу, то суммарно значение {\displaystyle k}k не может уменьшиться более, чем {\displaystyle \left|S\right|-2}|S\ - 2 раза, что и ограничивает количество срабатываний внутреннего цикла.

Итого алгоритм требует не более 2|S| итераций, что доказывает порядок скорости O(|S|).

«Худшим» для алгоритма является случай обработки строки вида aa…ab.

**Z-функция**

Пусть дана строка ![s](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAKBAMAAACK4lk+AAAALVBMVEX///8AAACwsLCAgICgoKBwcHDAwMDg4OBgYGAgICDw8PAwMDBAQECQkJDQ0NCCGRJFAAAAOUlEQVQIHWNgYDJhYGAIYzdgYGlgnsDAPI29gIFroyhQjM1QgaGVgceBYQrD6gUMukl9DAxceQwMALmSCFcExVYdAAAAAElFTkSuQmCC) длины ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAKBAMAAACQ3rmwAAAAKlBMVEX///8AAADw8PCAgIDAwMCgoKAgICDQ0NCQkJDg4OBgYGBAQEAwMDBwcHDUARzMAAAASklEQVQIHWNgMmEKdmBgYGarmJDCwDCVbQHDZgaGyokTGFIZGBjCGDglgdQqBo4DQCqVgS2gASSiqNTAwJrAwOPLwMA0gYHJgQEAxA0LypoJ+aEAAAAASUVORK5CYII=). Тогда **Z-функция** ("зет-функция") от этой строки — это массив длины ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAKBAMAAACQ3rmwAAAAKlBMVEX///8AAADw8PCAgIDAwMCgoKAgICDQ0NCQkJDg4OBgYGBAQEAwMDBwcHDUARzMAAAASklEQVQIHWNgMmEKdmBgYGarmJDCwDCVbQHDZgaGyokTGFIZGBjCGDglgdQqBo4DQCqVgS2gASSiqNTAwJrAwOPLwMA0gYHJgQEAxA0LypoJ+aEAAAAASUVORK5CYII=), ![i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAOBAMAAAD+sXAWAAAALVBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCwsLCAgIBwcHBgYGDg4OAQEBDAwMBAQEAPQrC7AAAAOElEQVQIHWNgYDJhYGAKY4CDEgYG9owJDCqcCxiyeQoYGGqAMpEMDNzSLAzsBncZuJ87MDBsYwAAo1wHsYWP428AAAAASUVORK5CYII=)-ый элемент которого равен наибольшему числу символов, начиная с позиции ![i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAOBAMAAAD+sXAWAAAALVBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCwsLCAgIBwcHBgYGDg4OAQEBDAwMBAQEAPQrC7AAAAOElEQVQIHWNgYDJhYGAKY4CDEgYG9owJDCqcCxiyeQoYGGqAMpEMDNzSLAzsBncZuJ87MDBsYwAAo1wHsYWP428AAAAASUVORK5CYII=), совпадающих с первыми символами строки ![s](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAKBAMAAACK4lk+AAAALVBMVEX///8AAACwsLCAgICgoKBwcHDAwMDg4OBgYGAgICDw8PAwMDBAQECQkJDQ0NCCGRJFAAAAOUlEQVQIHWNgYDJhYGAIYzdgYGlgnsDAPI29gIFroyhQjM1QgaGVgceBYQrD6gUMukl9DAxceQwMALmSCFcExVYdAAAAAElFTkSuQmCC).

Иными словами, ![z[i]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAUCAMAAACknt2MAAAAM1BMVEX///8AAADg4OCAgIDQ0NAgICBAQEDAwMCwsLDw8PCQkJBwcHCgoKAQEBAwMDBQUFBgYGDpS2PpAAAAtklEQVQoFYWRiw7DIAhFEShqtWv//2vHQxu7bJkxUXq4F7AAyyKiEXWivACAtCCZWZGR/KivXc8764FO/oUi7atqRUjqYCZeq1ilUQs32TiXgQpTuxFVqLuHqqo7tOtGesEwUcQIhxnM5rlbMGsdfo8O2dMmOt07VE46DoQJYb4GS2Mosw0oL8j2smpYdR9JqhWwuVBiMEP6sdq8unxkjODvQ4Vkqkb0qfIGjHG+nr9SRIamifQ3XH4DY1+D87YAAAAASUVORK5CYII=) — это наибольший общий префикс строки ![s](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAKBAMAAACK4lk+AAAALVBMVEX///8AAACwsLCAgICgoKBwcHDAwMDg4OBgYGAgICDw8PAwMDBAQECQkJDQ0NCCGRJFAAAAOUlEQVQIHWNgYDJhYGAIYzdgYGlgnsDAPI29gIFroyhQjM1QgaGVgceBYQrD6gUMukl9DAxceQwMALmSCFcExVYdAAAAAElFTkSuQmCC) и её ![i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAOBAMAAAD+sXAWAAAALVBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCwsLCAgIBwcHBgYGDg4OAQEBDAwMBAQEAPQrC7AAAAOElEQVQIHWNgYDJhYGAKY4CDEgYG9owJDCqcCxiyeQoYGGqAMpEMDNzSLAzsBncZuJ87MDBsYwAAo1wHsYWP428AAAAASUVORK5CYII=)-го суффикса.

Первый элемент Z-функции, ![z[0]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAAUCAMAAABGQsb1AAAAM1BMVEX///8AAADg4OCAgIDQ0NAgICBAQEDAwMCwsLDw8PCQkJBwcHCgoKAQEBBgYGAwMDBQUFCa/lQ1AAAAu0lEQVQoFZWSUQ6EIAxEgUKxirj3P+12Cihm9WMJMQxv6mDFuWkQ0aUKUb6Urvyd8uQFhVeItlY0ezsVjs7VAt8DpQ31uzzT3crSetJA+jKdyA3eMrkOGhKnmJdGc6c8KImTFWmo/aG6HRDzRqOd5IVGZGKgG97EgTbZ9xosoVPbbx7QyFt0yziVW5LayqEP1IrO3TN60/pcai4fk6C6ELRiUCe5S8tt5KKn/o/m6TbEXO9/nxnt7WNjLl+kNQQSvndPCwAAAABJRU5ErkJggg==), обычно считают неопределённым. Будем считать, что он равен нулю (хотя ни в алгоритме, ни в приведённой реализации это ничего не меняет).

Время вычисления Z-функции  ![O (n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAUCAMAAADImI+JAAAAM1BMVEX///8AAADAwMCAgICgoKDw8PBAQEAgICBQUFAwMDDg4OBwcHCQkJAQEBBgYGDQ0NCwsLAgikceAAABIklEQVQoFW1Si7YCIQhEEXVdXf3/r42HWLcb50QC0zBOAvyP2f725kcZERPteuLHQI4reSNlRqViNT3ePt9onFSrksUQZfRoPiA50KVlvvbSkrlu1tTJSbcsQyPiUw6cej/j92FWZgjCo5EDU19bD0agxMliENzh3KkIo3w4EMrsDcpG5ggluGstFIA5FNcSFLl93lbVDmFTsLpwA0QTMltTgm0ZIMJbYhnMvYHAtjKhoUUJwpCGRApy3+juPLK5e3UjPHJVjjn0HyFXoks5mVt5AQ1WJrgtm42Q0KUUiAwoprVc43qqP5FnKVAlwhWVBcj0UXRfGbPsTZCaRnuQDK8UJ/k/fxp8yO71Z3N9P0e24hche+Zy/ec/XqiN8GtRFyNe+JsGOI5qDc0AAAAASUVORK5CYII=).

vector<int> Z(string x) { // Z-Функция

vector<int> X(x.size()); // Вспомогательный вектор размером количества символов в строке

for (int i = 1, l = 0, r = 0; i < x.size(); i++) { // Пробегаемся по строке

if (i <= r) // Если входит в отрезок

X[i] = min(r - i + 1, X[i - l]); // Присваиваем наименьший

while (i + X[i] < x.size() && x[X[i]] == x[i + X[i]]) // Пока смещение + наименьший менее размера строки и элемент по значению равен элементу по смещению + значению

X[i]++; // Прибавляем единичку

if (i + X[i] - 1 > r) // Если лежит за пределами

l = i,

r = i + X[i] - 1;

}

return X;

}

Всё решение оформлено в виде функции, которая по строке возвращает массив длины ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAKBAMAAACQ3rmwAAAAKlBMVEX///8AAADw8PCAgIDAwMCgoKAgICDQ0NCQkJDg4OBgYGBAQEAwMDBwcHDUARzMAAAASklEQVQIHWNgMmEKdmBgYGarmJDCwDCVbQHDZgaGyokTGFIZGBjCGDglgdQqBo4DQCqVgS2gASSiqNTAwJrAwOPLwMA0gYHJgQEAxA0LypoJ+aEAAAAASUVORK5CYII=) — вычисленную Z-функцию.

Внутри цикла for (int i = 1, l = 0, r = 0; i < x.size(); i++) мы сначала определяем начальное значение ![z[i]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAUCAMAAACknt2MAAAAM1BMVEX///8AAADg4OCAgIDQ0NAgICBAQEDAwMCwsLDw8PCQkJBwcHCgoKAQEBAwMDBQUFBgYGDpS2PpAAAAtklEQVQoFYWRiw7DIAhFEShqtWv//2vHQxu7bJkxUXq4F7AAyyKiEXWivACAtCCZWZGR/KivXc8764FO/oUi7atqRUjqYCZeq1ilUQs32TiXgQpTuxFVqLuHqqo7tOtGesEwUcQIhxnM5rlbMGsdfo8O2dMmOt07VE46DoQJYb4GS2Mosw0oL8j2smpYdR9JqhWwuVBiMEP6sdq8unxkjODvQ4Vkqkb0qfIGjHG+nr9SRIamifQ3XH4DY1+D87YAAAAASUVORK5CYII=) — оно либо останется нулём, либо вычислится на основе формулы.

После этого выполняется тривиальный алгоритм, который пытается увеличить значение ![z[i]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAUCAMAAACknt2MAAAAM1BMVEX///8AAADg4OCAgIDQ0NAgICBAQEDAwMCwsLDw8PCQkJBwcHCgoKAQEBAwMDBQUFBgYGDpS2PpAAAAtklEQVQoFYWRiw7DIAhFEShqtWv//2vHQxu7bJkxUXq4F7AAyyKiEXWivACAtCCZWZGR/KivXc8764FO/oUi7atqRUjqYCZeq1ilUQs32TiXgQpTuxFVqLuHqqo7tOtGesEwUcQIhxnM5rlbMGsdfo8O2dMmOt07VE46DoQJYb4GS2Mosw0oL8j2smpYdR9JqhWwuVBiMEP6sdq8unxkjODvQ4Vkqkb0qfIGjHG+nr9SRIamifQ3XH4DY1+D87YAAAAASUVORK5CYII=) настолько, насколько это возможно.

В конце выполняется обновление текущего самого правого отрезка совпадения ![[l;r]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAUCAMAAADbT899AAAAM1BMVEX///8AAACAgIDAwMBAQEDQ0NCwsLBgYGAgICCgoKDg4OCQkJDw8PBQUFAQEBAwMDBwcHAW5/nIAAAAwElEQVQoFYWR0RqDIAhGESVFre39n3aCmNVa88Li8/B3QkBE+LUY0YMTgJZbijEgOGmnmO5TWrcCEOMfIPEzkF1+BrgrUFWsFg+5+bc1HLoCuVUBrK+FaaMD0BXqqiaZISGUJHGWcFagPGsDTEHzZZu1AdcpzNqAxHnZ29vLnIoBjljmkLd+I1NhSMZSJCBvQR4HhQGADqUd9YQ6x2qf0D7Zvi79AqjJTmtHu24/8gFOv9LOyUeEELrZqdGKdwj8AajnA6ciuTOOAAAAAElFTkSuQmCC), если, конечно, это обновление требуется — т.е. если ![i+z[i]-1 > r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH4AAAAUCAMAAAB8knmGAAAAM1BMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCwsLCAgIBwcHBgYGDg4OAQEBDAwMBAQEAgICCgoKAsv1rnAAABpklEQVRIDcWVCY7DIAxFHZqCU8Jy/9OOYzZDOqhUIw2qCHE/fjYGAvBxQ8SsjYju42l/JdwE3pdI/sC5euyfeNlYlMQ1kvcT9Up06qmlFytfxDjjWTzDW8TgxbzFYcLcJ0n7DE8zvcTrePc1sUiMlEn7Et6HWQBmqLzEXHiLVBv6sT2LV/AA7haA2h35vY6P0XjIJBOmWWzwQTuT8EW8hr8HgOphoj41qB2OV4PRaMgeFWmuAMlexav4IQAbISDsQYG2cFJq3LS72sa93P+Wy0P4Kq54xeLUZS/06LZeMYsSaGu3AjBnETz91TbuxcnNWzfVPokr3rA4dcXhL3hwIVRJDBXal35cfNB5cRj/TOKKL07657vsRfIkfpWCX8vQ7X3GNHdMjxT2ZS/iZXwPB6hn0TzAdR+QHq/9ocHkrQdFvIgf4ZxGytD64eB3eIWgzs0r0nL2WTzF43GeB9Yyvzn20EoPtrvxh4OnCKySgMPK4im+FY5HsS50+0O14JoxjcqmGO1yVVbwo58v3/8bX3eodi9xLXyZzeo0ulvylMP72TdswfEPK8gNv4NudukAAAAASUVORK5CYII=).

## Кнут — Моррис — Пратт

## Алгоритм Кнута — Морриса — Пратта (КМП-алгоритм) — эффективный алгоритм, осуществляющий поиск подстроки в строке. Время работы алгоритма линейно зависит от объёма входных данных, то есть разработать асимптотически более эффективный алгоритм невозможно.

int KMP(string X, string Y) { // Алгоритм Кнута — Морриса — Пратта

if (Y.size() == 0) // Если строка-образец пустая

return 0;

vector <int> A = Prefix(Y); // Получаем Префикс-Фукнцию по строке-образце

int k = 0;

for (int i = 0; i < X.size(); i++) // Пробегаемся по строке

while (true) {

if (Y.substr(k, 1) == X.substr(i, 1)) { // Если буква строки-образца равна букве строки

k++;

if (k == Y.size()) // Если вспомогательная переменная равна размеру строки-образца

return i + 1 - Y.size(); // Возвращаем номер элемента + 1 - размер строки-образца

break; // Останавливаем цикл

}

if (k == 0) // Если не нашлось

break; // Останавливаем цикл

k = A[k - 1];

}

return -1;

}

## Реализация построения автомата работает за O(n k), где *k* – мощность алфавита.